## Episode 3 (Control and arithmetic devices)



C P U (Central Processing Unit)


## [Solution.]

A register is the name given to an area in the CPU that temporarily stores data. The register is a name given to an area in the CPU that temporarily stores data.

Control unit

- instruction address register

A register that stores the address of the next program to be executed.
Also called program counter (PR).

- Stack-pointer

A register that stores the return address when control is transferred from the main program to a subprogram.

- Flag register (3 bits)

OF (1 bit): 1 when the result of an operation no longer fits into the 16-bit area, 0 when it fits.
Different for arithmetic and logical operations.
SF (1 bit): 0 for a positive (+) operation result, 1 for a negative (-) result.
ZF (1 bit): 1 for an arithmetic result of 0,0 otherwise.

- instruction register

Registers that store program instructions in the following format.


The code in the instruction section of the instruction register is retrieved, interpreted, and operation instructions are conveyed to the arithmetic unit.
arithmetic unit

- general purpose register

There are five registers from GR0 to GR4. (The number varies with specifications.)
Stores numerical values used in calculations and saves calculation results.
In particular, GR4 is used as an accumulator that stores the results of accumulations.

- operation circuit

Performs arithmetic (addition, subtraction, multiplication, and division quadrature), logic, comparison, and shift operations.


Additive circuits for arithmetic circuits (half and full adders)
There are two types of adders: half adders that cannot carry carry digits and full adders that can carry digits.
(Calculation example) Let's calculate the following in binary.
Performed by all adders Do it in half addition
Value of A1
Assume the value of $B$ is 1 .
1 (Value of S) $1 \quad 0$ (Value of $S$ )

 Digit up 1 (value of C
Digit up 1 (value of C)

This is done with a half adder.

Half-adder (used in the first digit of a binary number calculation)


The next digit (the second digit) is made with the full adder.

All adders (used after the second digit of a binary number calculation)


Digit increase value from previous X


assembler source program hexadecimal Machine language (binary)
Labels. Inst. part (opcode + operand) REIDAI START

Explanation; Start of program
LD
GR1,A
; opcode operand, label
; Put the data of label A into the general purpose register (GR1). ADDA

GR1,B
; Add the data of label $B$ to the value of GR1 and assign the result to GR1.

ST
GR1,ANS
; Store the value of GR1 in label ANS. RET
; Stopping the program.
A DC 20
; Data are 20
B DC -10
; Data is -10 , but complement conversion.

ANS DS 1
; 1 word length ( 16 bits) area gua ranteed 1 word length ( 16 bits)

END
; End of Program

| $\begin{aligned} & 1010 \\ & 8007 \end{aligned}$ | main storage <br> 8000-8001 (address) program area |  |  |  |  |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  | 0 | 0 | 0 | 0 | 0 | 0 | 00 | 01 | 0 |  | 0 |  |
|  | 1 | 0 | 00 | 0 | 0 | 0 | 0 | 0 | 00 | 00 | 0 | - 1 |  |  |
|  | 8002-8003 (address) |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 2010 |  | 0 | 10 | 00 | 0 | 0 | 0 | 0 | 00 | 01 | 0 | 0 |  |  |
| 8008 | 1 | 0 | 00 | 0 | 0 | 0 | 0 | 0 | 0 | 00 | 1 | 0 | 0 |  |
|  | 8004-8005 (address) |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1110 | 0 | 0 | 0 | 0 | 0 | 0 | 10 | 0 | 0 | 01 | 0 | 0 |  |  |
| 8009 | 1 | 0 | 00 | 00 | 00 | 0 | 0 | 0 | 00 | 00 | $1$ | $10$ |  |  |
|  | 8006 (address) without operand |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 8100 |  | 0 | 00 | 0 | 00 | 0 | 10 | 0 | 00 | 00 | 0 | , | 0 |  |
|  | 8007 (address) data area |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 0014 |  | 0 | 00 | 00 | 00 | 0 | 0 | 0 | 0 | 01 |  | - |  | 0 |
|  | 8008 (address) Complement computed |  |  |  |  |  |  |  |  |  |  |  |  |  |
| FFF6 |  | 1 | $1) 1$ | 11 | 1 | 1 | 1 | 1 | 11 | 11 |  | ) 1 |  |  |
|  | 8009 (address) Initial value for securing one word length |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 7FFF | 0 | 1 | 11 | 1 | 1 | 1 | 1 | 1 | 11 | 11 | 1 | 1 | 1 |  |


(1) LD GR1, A

Instruction register
Instruction address register (program counter)


| 1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |

General-purpose register (GR1)
Label A address (8007)

| 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 1 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | 0 Store the value of label A (8007) +20 Flag register (FR) | 0 | 0 | 0 |
| :--- | :--- | :--- |
| Indicates a positive value |  |  | (2) ADDA GR1, B

Instruction register
Instruction address register (program counter)

(3) ST GR1, ANS

Instruction register
Instruction address register (program counter)

| Instruction part (opcode + operand) |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 1 | 0 | 0 | 0 | 1 |  | 0 |  |  |  | 0 | 0 |  |  |
| Address field |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |  | 0 |  | 1 | 0 | 0 |  |

Address of label ANS(8009)

| 1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | 1 |  |
| :---: |

Indicate next program (8006)
Flag register (FR)

| 0 | 0 | 0 |
| :--- | :--- | :--- | Indicates a positive value


(4) RET

Instruction register
Instruction address register (program counter)

| Instruction part (Opcode only) |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 1 | 0 | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| Address field |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 0 | 0 | 0 |  | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |



| 1 | 1 | 1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | $0 \quad 0$

No next instruction. Termination
Flag register (FR)

| 0 | 0 | 0 |
| :--- | :--- | :--- | Indicates a positive value

General-purpose register (GR1)

| 0 | 0 | Maintain value |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |

8009 (address) Maintain value

| 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | 0



I haven' t studied the assembler language yet, so I guess it's not too much to ask.

Let's move on to Episode 4.

